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# **Tipos de datos**

## Numbers

Los números en Dart están divididos por **int** y **double**. Ambos siendo subtipos de la clase **num**. En donde int hace referencia a los números enteros (sin punto decimal) y double a los números con punto decimal.

## Strings

Un string por definición es una cadena de caracteres, representan una cadena de Unicode UTF-16 unidades. Puede ser escrito con comillas dobles o comillas simples.

Se pueden poner valores dentro de una cadena de caracteres como expresiones con ${expresión} o identificadores en donde no hay necesidad de utilizar llaves $identificador. A este concepto se le conoce como **string interpolation**.

Una **expresión** es una combinación de variables o constantes. (5+3), (x+y+z), (5+z).

Un **identificador** puede ser una variable, una constante, algún objeto que contenga una referencia. (x), (y), (z).

Dos o más strings pueden concatenarse (unirse) mediante el uso del operador +. Si son dos cadenas literales no hay necesidad de usar el operador.

Se soporta el uso de **multi-line string** utilizando triple comilla doble o simple, con el fin de crear un string de multi línea.

Así mismo puede crearse un **raw string** agregando r como prefijo de nuestra cadena de caracteres.

## Booleans

Para representar los valores booleanos se utiliza **bool**. Solo aceptan dos valores, true y false.

*Los condicionales solo comparan las expresiones mediante booleanos.*

## Lists

Una **lista** es una colección ordenada de objetos. Las listas en otros lenguajes son conocidas como arrays.

Cada uno de los elementos de una lista tiene un **index**, en todas las listas su index inicial es 0 y su final es la cantidad de elementos – 1.

Las listas tienen varios métodos; algunos métodos son:

add() → Inserta un elemento al final.

length() → Devuelve la cantidad de elementos.

addAll() → Inserta múltiples elementos.

removeAt() → Remueve un elemento mediante el index.

Las colecciones cuentan con dos operadores muy útiles, **spread operator** y **null-aware operator**:

**…** → Retorna a los elementos de una lista.

**…?** → Si la lista es nula no los retorna.

## Sets

Un **set** es una colección desordenada de objetos únicos. Tiene relación con los conjuntos matemáticos, en donde rechazará los elementos que ya existan en su conunto.

*Tanto sets como lists son subclases de* ***Iterable****.*

## Maps

Un **map** es una colección que asocia un key y un valor, en donde el key es un elemento único y el valor puede ser utilizado múltiples veces.

## Runes

Los **runes** son de ayuda para acceder a más caracteres de los que un string puede, mediante valores hexadecimales expresados en un string podemos acceder a emojis, entre otras cosas.

**\uXXXX** → En donde XXXX es un hexadecimal de 4 dígitos.

**\u{XXXX}** → En donde XXXX será un valor hexadecimal de menos o más de 4 dígitos.

Symbols

Los **symbols** sirven para manejar información del archivo o librería, mediante un mecanismo que puede conseguir el tipo de dato al tiempo de ejecución, el número de métodos en una clase, el numero de constructores que tiene o el número de parámetros de una función.

# **Variables**

## Var y dynamic

Las variables almacenan referencias, cuando le asignamos un valor a cierta variable, si no especificamos el tipo de dato mediante genéricos entonces la variable infiere cual será el tipo de dato.

El concepto de **inferir** hace referencia a que la variable sabrá cual es el tipo de dato que se está alojando.

Por defecto todas las variables sin inicializar tendrán el valor de **null**.

Una variable puede ser:

**var** → Una vez se asigna o infiere el tipo de dato, no podrá cambiarlo.

**dynamic** → Puede cambiar el tipo de dato sin importar que ya haya sido otro asignado.

## Final y const

Ambas variables funcionan como constantes, con la única diferencia es que **final** es una constante en tiempo de ejecución y **const** es una constante en tiempo de compilación.

Además de crear variables constantes, se puede inicializar valores constantes con **const**.

# **Estilos**

Los identificadores en Dart se podrán escribir de tres maneras.

**UpperCamelCase** La primera letra de cada palabra será en mayúscula, incluyendo la primera palabra.

**lowerCamelCase** La primera letra de cada palabra será en mayúscula, excepto la primera palabra.

**lowercase\_with\_underscores** Cada palabra será en minúscula (incluso los acrónimos) y separar las palabras con \_.

Usar **UpperCamelCase** en: clases, enums, typedefs, tipos de datos en parámetros, tipos en genéricos, extensiones.

Usar **lowerCamelCase** en: atributos, top-level definitions, variables, constantes, final y parámetros con nombre.

Usar **lowercase\_with\_underscores** en: librerías, paquetes, directorios, códigos fuente, prefijos en nombres de importación.

# **Operadores**

Dart soporta los siguientes operadores:

## Aritméticos:
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## Decremento e incremento:

![](data:image/png;base64,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)Lógicos:

## Null – Aware:

**?.** → Si lo de la izquierda no es nulo ejecutara el método sino retorna nulo.

**??** → Retorna el valor de la izquierda, si este es nulo retornará el de la derecha. **??=** → Si el de la izquierda es nulo asigna el valor de la derecha.

## Cascade operator:

El cascade operator nos permite hacer una secuencia de operaciones en el mismo objeto. En adición al llamar funciones podemos acceder a variables del mismo objeto.

# **Condicionales**

## If - else

En Dart puedes controlar tu código mediante el uso de condicionales (**if – else**), en donde si la condición se cumple entra a cierta línea de código y en dado caso de que no entonces opcionalmente se puede agregar una contraparte.

## Operador ternario

Así mismo Dart soporta el operador ternario, el cual si la condición se cumple retorna el primer valor sino el segundo. Nos será de ayuda para realizar un código más sencillo de leer.

# **Ciclos**

## For

Un ciclo **for** repetirá cierta parte de código un número determinado de veces.

## For Each

Si estas tratando con un objeto *iterable* puedes utilizar el método **forEach**(), el cual recorrerá dicho objeto.

## For In

Las clases **iterables** como List y Set soportan el uso del **for in**. El cual recorre dicho iterable teniendo acceso en cada iteración a un objeto.

## While

Un ciclo **while** repetirá cierta parte de código hasta que se cumpla cierta condición. Primero evalúa la condición, después ejecuta el código.

## Do – While

Un ciclo **do-while** repetirá cierta parte del código hasta que se cumpla cierta condición. Primero ejecuta el código y después evalúa la condición.

## Break – Continue

Un **break** hace que se detenga el ciclo en el que se está trabajando.

Un **continúe** hace que el ciclo pase a la siguiente iteración.

# **Switch**

Un **switch** evalúa una expresión para comparar en que caso entrará, si encuentra un caso ejecuta esa parte de código. Si la expresión no entra en ninguno de los casos entonces no ejecutará nada. De manera opcional se puede agregar un caso **default** el cual se ejecutará si la expresión no entra a ningún caso.

En el switch los casos son definidos mediante la palabra reservada **case**.

# **Assert**

En Dart existen los **asserts** los cuales evalúan una condición booleana, en caso de ser falsa dicha condición retornará un *exception*.

Se puede agregar un mensaje opcional en caso de ser necesario.

# **Exceptions**

## Try - Catch

Los exceptions son errores que indican que algo inesperado pasó. Para poder capturar un exception es necesario usar la palabra reservada **try** la cual nos ayudará a ejecutar cierto código y en caso de error, este será capturado. Se puede capturar dicho error con la palabra reservada **catch** y trabajar con él.

## On Catch

Para capturar un error en específico utilizamos la palabra reservada **on.**

## Throw

Se puede tirar algún mensaje en caso de error con la palabra reservada **throw**.

## Finally

Para asegurarnos que algún código corra haya o no algún error se utiliza la palabra reservada **finally**.

# **Funciones**

## ¿Qué es una función?

Una **función** es un bloque de código que realiza cierta tarea, se le asigna un tipo de dato y un nombre para llamar a dicha función.

Una función debe de tener un tipo de dato el cual va a **retornar**, por defecto las funciones son del tipo void (null), es decir no retorna nada.

Al llamar a una función podemos enviar información, dicha información enviada recibe el nombre de **argumento**.La información recibida dentro de la función se le como **parámetro**.

## First-Class-Object

Las funciones pueden ser asignadas a variables o pasadas como argumentos a otras funciones.

## Función flecha

Si la función solo contiene una expresión se puede hacer una **función flecha** la cual retornará una sola expresión dependiendo el tipo de dato de la función.

## Función anónima

Si deseas enviar como parámetro una función y no quieres crear una nueva función, puedes enviar una **función anónima**.

## Parámetros requeridos y opcionales

Los parámetros que recibe una función pueden ser *requeridos* u *opcionales*.

Si los parámetros son **requeridos**:

Solo se pueden recibir de manera **posicional** es decir con cierto orden.

Si los parámetros son **opcionales**:

Se pueden recibir con **nombre** y al pasarlos como argumento. Habrá que especificar el nombre.

Se pueden recibir de manera *posicional*.

## Parámetros con valores default

Así mismo los parámetros pueden tener **valores default** los cuales pueden ser alterados si se lo indican como argumento.

## Función main

En Dart todas las aplicaciones deben de tener una función main. Aquí se ejecutará nuestra aplicación.

## Diferencia entre acceder a la función y crear una referencia.

Cuando llamamos a una función **con paréntesis** estamos llamando al contenido de la función para que se ejecute, pero cuando escribimos dicha función **sin paréntesis** estamos enviando una referencia de dicha función teniendo la oportunidad de asignar esa función a otra parte.

# **Clases**

## ¿Qué es una clase?

Una **clase** es una plantilla la cual dicta como estará compuesto un objeto y nos servirá para crear instancias. Una clase puede tener variables de instancia, métodos, entre otras cosas.

## Objetos

Un **objeto** es una instancia (copia) de la clase que se usará como plantilla.

*Se le conoce como* ***abstracción*** *al concepto de convertir cosas del mundo real a clases.*

## Variables de instancia

Se le llama **variables de instancia** a las variables y constantes que se declaren en una clase. Las variables de instancia pueden ser **privadas** agregando un (\_) antes del nombre del identificador, de tal manera que solo podemos acceder a ellas desde el archivo en el que estamos trabajando.

Al igual que con los tipos de datos, creamos referencias a dichas clases mediante el uso de variables o constantes. Una vez tengamos una referencia a la clase, podemos acceder a las variables de instancia y métodos utilizando (**.**).

Se pueden inicializar dichas variables de instancia con un **constructor**.

## Constructor

El constructor será llamado cada que creemos una instancia de dicha clase. Un constructor por defecto no recibe parámetros hasta que lo indiquemos.

El constructor se crea escribiendo el nombre de la clase e indicando que parámetros va a recibir. Solo puede existir un constructor default, si se desea agregar más constructores se tendrá que asignarles nombre.

## Constructor con nombre

En Dart los constructores pueden tener nombre escribiendo el nombre de la clase, un punto(.) y el nombre del identificador.

Al igual que las funciones los constructores pueden tener parámetros opcionales y requeridos.

## Initializer list

Se pueden inicializar las variables de instancia antes de que arranque el contenido el constructor utilizando (**:**) seguido de las variables de instancia. Esto es conocido como **initializer list**.

Se pueden validar dichas variables de instancia mediante el uso de asserts.

Se puede redirigir a otro constructor mediante el uso del operador (:).

## Factory constructors

Dart soporta **factory constructors** los cuales pueden retornar instancias de subclases o incluso un nulo si es necesario.

*Reciben el nombre de* ***métodos*** *las funciones u operaciones que contenga una clase.*

## Métodos

Un método es una función, pero de una clase en particular. Los métodos de una clase pueden acceder a las variables de instancia con la palabra reservada **this** seguida de un punto (**.**).

## Getter y Setter

**Get** y **set** son métodos especiales que nos permiten acceder a las propiedades de nuestro objeto.

Se va usar **get** para retornar el tipo de dato al que quieren acceder.

Utilizaremos **set** para modificar alguna propiedad de nuestro objeto.

## Herencia

Se utiliza la palabra reservada **extends**. Si una clase **a** extiende a **b,** todas las *propiedades*, *variables*, *métodos* implementados en **b** también estarán en **a**. Adicionalmente se puede sobrescribir las funciones de **b**.

En Dart las clases pueden extender a una sola clase.

Cuando se intenta utilizar un método o una variable de instancia que no existe se puede sobrescribir el método **noSuchMethod().**

*Todas las clases heredan de la clase Object, teniendo acceso a sus atributos y métodos.*

## Abstract

Se utiliza la palabra reservada **abstract** antes de class. Una clase abstracta no puede ser instanciada, pero puede ser heredada. Dentro de una clase abstracta se pueden definir métodos abstractos los cuales necesitan ser sobrescritos una vez extendamos de dicha clase abstracta.

## Interfaces

Se utiliza la palabra reservada **implements**. Si una clase **a** implementa a **b**, todas las propiedades, variables, métodos definidos en **b** deben de ser implementadas en **a**. Al implementar una clase es necesario sobrescribir todos sus métodos y variables de instancia.

## Mixins

Se utiliza la palabra reservada **with**. Los **mixins** nos sirven para para implementar propiedades sin la necesidad de heredar cierta clase. Se pueden crear como una clase normal, clase abstracta o con la palabra **mixin**. Los mixins no pueden heredar a otra clase.

Se puede implementar más de un mixin en donde se prioriza el orden en que se añaden, siendo el ultimo el más específico.

La palabra reservada **on** seguida de una clase en los mixins nos permite restringir a que si se va a implementar dicho mixin sea necesario que se extienda a la clase que se mencionó.

## Static

La palabra reservada **static** puede ser implementada en variables y métodos.

Las **variables estáticas** suelen ser utilizadas como constantes de toda la clase; no son inicializados hasta que son utilizados.

Los **métodos estáticos** NO operan en una instancia, no tienen acceso al this.

# **Generics**

La idea de los genéricos es permitir el uso de cualquier tipo de dato como parámetro para métodos, clases, interfaces, etc.

Los genéricos son de mucha ayuda para reducir el código duplicado.

Además, las clases pueden recibir un tipo de dato y trabajar con él para ser una clase genérica.

Para especificar uno o más tipos cuando se utiliza constructor se pone el tipo de dato entre **< >**.

# **Programación asíncrona**

Las operaciones asíncronas nos permiten trabajar en otras tareas en lo que esperamos a que otra operación termine.

*Pedir o enviar datos a algún api*, *leer datos de un archivo* son algunas operaciones asíncronas comunes.

## Future

Un **Future** representa el resultado de una operación asíncrona. Cuenta con dos estados *uncompleted* y *completed.*

Cuando se llama a una función asíncrona esta retorna un **uncompleted** future; el future estará esperando a que la operación asíncrona termine o tire un error.

Si la operación asíncrona tiene éxito, el **completed** future retornara un future con el valor dependiendo el tipo especificado. De otra forma, retornará un error.

Para definir una función asíncrona utilizaremos la palabra reservada **async** antes de las llaves.

Para esperar a un future hasta que pase al estado *completed* utilizamos la palabra reservada **await** antes de la operación asíncrona.

*Todas las funciones asíncronas serán síncronas hasta que encuentren el primer await.*

## Stream

Un **stream** es una secuencia de eventos asíncronos, como un iterable.

La diferencia entre *future* y *stream* es que el future va a retornar un solo objeto (**return**) mientras que el stream va a retornar más de un objeto (**yield**).

# **Comentarios**

Los comentarios sirven para documentar nuestro código y hacerlo más entendible, dichos comentarios van a ser ignorados por el compilador.

## Comentarios de una sola línea

Los comentarios de una sola línea comienzan con **//**. Todo entre y el fin de línea será ignorado por el compilador.

## Comentarios de múltiple línea

Los comentarios de múltiple línea comienzan con **/\*** y terminan con **/\***. Todo dentro de **/\*** y **\*/** será ignorado por el compilador.

## Comentarios de documentación

Los comentarios de documentación son comentarios de múltiple línea o una sola línea, los cuales comienzan con **///** o **/\*\***. Usando **///** en líneas consecutivas.

Dart ignora todo el texto del comentario excepto los corchetes. Mediante el uso de corchetes podemos referirnos a clases, métodos, variables, funciones, parámetros, etc.

Para transformar el código en Dart y generar una documentación en HTML, se puede utilizar el SDK’s de documentación.